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Total Length: $4 + 3\sqrt{2} \approx 8.243$
Any-Angle Path

Total Length: $2 + \sqrt{13} + \sqrt{5} \approx 7.842$
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We need only check one tile.

Cannot be taut!
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**Theorem 1**

Every optimal path can be represented using only edges in the sparse visibility graph.
Sparse Visibility Graph

**Theorem 2**

Every edge in the sparse visibility graph is part of some optimal path between some pair of points.
(where neither point is an endpoint of the edge)
Sparse Visibility Graph

Theorem 2

Every edge in the sparse visibility graph is part of some optimal path between some pair of points. (where neither point is an endpoint of the edge)

i.e. every edge is “essential”
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VG_C Line-of-Sight Checks (All-Pairs)

VG_RPS Rotational Plane Sweep Algorithm
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Idea:
Some edges are only used as a “Second hop from the start” or a “Second hop from the goal”
Thus:

Prune away all edges that do not lead to another edge via a taut path.
Thus:

Prune away all edges that do not lead to another edge via a taut path

Mark them as "Level 1"
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Sparse VG Algorithm

Edge N-Level Sparse Visibility Graphs
Then:

Do the same thing again. These edges are at most the third hop from the start or goal.
Then:

Do the same thing again. These edges are at most the third hop from the start or goal.

Mark them as “Level 2”
Level 1 edges removed
Level 2 edges removed
Level 3 edges removed
Level 4 edges removed
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Theorem

Assuming all edges have finite level,
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Assuming all edges have finite level,

Any taut path between the start and goal will be of the form:
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Assuming all edges have finite level,

Any taut path between the start and goal will be of the form:

\[ e_1 e_2 \ldots e_k e'_{k+1} \ldots e'_{n-1} e'_{n} \]
Theorem

Assuming all edges have finite level,

Any taut path between the start and goal will be of the form:

\[ e_1 e_2 \cdots e_k e'_{k+1} \cdots e'_{n-1} e'_n \]

where \( e_1 e_2 \cdots e_k \) have strictly increasing levels, and \( e'_{k+1} \cdots e'_n \) have strictly decreasing levels.
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Edge N-Level Sparse Visibility Graphs
Infinite-level edges?

Not all edges can be pruned this way. The remaining edges are called Level-W edges.
Level-W Edges

Edge N-Level Sparse Visibility Graphs
Note:

An edge is Level-W if and only if it is part of some taut cycle.
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Any taut path between the start and goal will be of the form:
Theorem

Any taut path between the start and goal will be of the form:

\[ e_1 e_2 \cdots e_{k_1} w_{k_1+1} \cdots w_{k_2} e'_{k_2+1} \cdots e'_{n-1} e'_n \]
Theorem

Any taut path between the start and goal will be of the form:

\[ e_1 e_2 \cdots e_{k_1} w_{k_1+1} \cdots w_{k_2} e'_{k_2+1} \cdots e'_{n-1} e'_n \]

where \( e_1 e_2 \cdots e_k \) have strictly increasing levels, and \( e'_{k_2+1} \cdots e'_n \) have strictly decreasing levels and \( w_{k_1+1} \cdots w_{k_2} \) are all level-W.
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"Degree 2" vertices
Skip Edge
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Note: The cost of the edge is not the length of this line.
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Algorithm
Three Phases

Step 1: Insertion
Step 2: Marking
Step 3: Search
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Connect Start and Goal
Step 1: Insertion
Connect Start and Goal
(using Line-of-Sight Scans)
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Step 2: Marking

Mark all Edges Reachable by an Increasing Sequence or Level-W Edges.

Stop when you reach any Skip Vertex.

e.g. 1 3 4 5 8 W W W W W
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Step 3: Search

Search Only
Marked Edges & Skip Edges

Note: Use Taut A* Search
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Speeding Up A* Search on Visibility Graphs Defined over Quadtrees

Shah & Gupta, 2016
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